**Поняття Бази даних та системи управління базами даних (СУБД). Створення структури бази даних.**

**Основні поняття**

Базами даних (БД) називають електронні сховища інформації, доступ до яких здійснюється за допомогою одного або декількох комп'ютерів. База даних складається з таблиць. Таблиці складаються з полів (стовпців) і записів (рядків). Розробник бази даних визначає структуру БД, т. Е. Створює поля (задає ім'я, визначає тип і властивості полів), а користувач наповнює її, т. Е. Вводить, змінює або видаляє записи.

Системи Управління Базами Даних (СУБД) - це програмні засоби, призначені для створення, наповнення і видалення баз даних. За призначенням СУБД поділяються на три види: Промислові універсального призначення, Промислові спеціалізовані і розробляються під конкретного замовника. Універсальні розраховані «на всі випадки життя» і, як наслідок, або дуже складні у використанні і вимагають від користувача спеціальних знань, або прості, але обмежені в можливостях. Прикладом універсальних СУБД можуть служити Access, FoxPro, Oracle, DB2. Спеціалізовані спрямовані на виконання вузьких задач і тому створюються так, щоб вони були прості у використанні для професіоналів у своїй галузі. Прикладом таких СУБД можуть служити різні бухгалтерські або складські програми (БЕСТ, 1С Підприємство, Правова система Гарант). СУБД, що розробляються під конкретного замовника, максимально враховують потреби споживача, його ситуацію і не вимагають додаткових знань від користувача. Але вони досить дорогі і вимагають часу для створення, налагодження та впровадження, тоді як Універсальні і спеціалізовані порівняно дешеві і вводяться в експлуатацію за порівняно короткий термін (від тижня до місяця).

По розташуванню СУБД поділяються на локальні і розподілені (віддалені). Всі частини локальної СУБД розташовані на одному комп'ютері. Локальні СУБД можуть працювати в мережі, але в будь-якому випадку все її частини знаходяться на одному комп'ютері (локально). На відміну від локальних, розподілені СУБД працюють тільки при наявності комп'ютерної мережі і розташовуються, як мінімум, на двох комп'ютерах. Значна частина програмно-апаратних засобів розподіленої СУБД централізована і розташована на досить потужному комп'ютері (сервері). На комп'ютерах користувачів розташована тільки невелика частина СУБД (клієнт), що дозволяє зв'язуватися з головною частиною. Розподілені СУБД ще називають Клієнт-серверні СУБД.

У кожній таблиці БД повинен існувати первинний ключ - одне або кілька полів, однозначно визначають кожен запис таблиці. Значення первинного ключа повинно бути унікальним, тобто в таблиці не повинно бути двох або більше записів з однаковим значенням первинного ключа. Наприклад, якщо є таблиця за накладними якогось складу і нумерація накладних кожен місяць починається з 1, то первинним ключем можуть виступати набір з двох полів: Номер і Дата накладної. Тому як можуть бути записи з однаковим номером накладної або з однаковою датою, але не може бути записи, в якій будуть однакові і номер, і дата.

Бази даних змінюються в рамках транзакції. Під транзакцією розуміється вплив на базу даних, що переводить її з одного цілісного стану в інший. Вплив виражається в зміні даних в таблицях бази. Якщо одна зі змін, що вносяться до БД в рамках транзакції, завершується неуспішно, повинен бути проведений відкат до стану БД, яка мала місце до початку транзакції. Отже, зміни в рамках однієї транзакції або одночасно підтверджуються, або не підтверджується жодне з них.

**Коротка історія розвитку баз даних.**

До появи СУБД всі дані в комп'ютерних системах зберігалися у вигляді окремих файлів. Система управління файлами (СУФ), яка зазвичай була частиною операційної системи, стежила за іменами файлів і їх розташуванням. У системах управління файлами нічого не знали про внутрішню будову файлів даних. Цю інформацію мали тільки програми, які працювали з цими даними. Тобто кожен додаток для роботи з даними містило опис структури даних. Такий підхід призводив до того, що навіть при незначних змінах в структурі файлу даних доводилося змінювати всі програми, які використовували цей файл. Згодом кількість і обсяг файлів росли і на супроводу СУФ, а також розробку нових додатків потрібно усе більше і більше зусиль.

Проблеми з супроводом великих систем. заснованих на файлів привели в кінці 60-х до появи створення СУБД. Ідея СУБД полягала у вилученні визначення структури файлів даних з додатків, що працюють з ними.
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Такий список є за своєю природою ієрархічним. Для зберігання даних, що мають таку структуру, були розроблені ієрархічна модель даних. У такій моделі для описаного випадку кожна запис являє собою конкретний будівельний вузол. Між записами існують відносини предок / нащадок, що зв'язують кожен конкретний вузол з його складовими. Однією з найбільш популярних ієрархічних СУБД була Information Managment System (IMS) від компанії IBM, що з'явилася в 1986 році. Перевагами даної СУБД була простота моделі даних, використання відносин предок / нащадок (що дозволяло робити висновки «А є частиною Б» або «А належить Б»), а також прекрасна швидкодія.

Якщо структура даних виявлялася складніше, ніж традиційна ієрархія, то простота організації ієрархічної бази даних ставала її недоліком. Наприклад, якщо розглянути роботу торгової компанії, то одне замовлення може брати участь в декількох аспектах предок / нащадок: з замовником, з менеджером або торговою точкою, що відпустила товар, а також з самим товаром. Однак ієрархія допускає наявність лише одного відносини між її записами. У зв'язку з цим для таких додатків була розроблена мережева модель даних, що допускала множинні відносини типу предок / нащадок. Такі відносини називалися множинами. У 1971 році на конференції з мов обробки даних (Conference on Data System Languages ​​- CODASYL) був опублікований стандарт мережевих баз даних, який відомий як модель CODASYL.

З точки зору програміста, доступ до мережевої бази даних був дуже схожий з доступом до ієрархічної бази даних. Прикладна програма могла

• знайти певний запис предка по ключу,

• перейти до першого нащадка в конкретній множені,

• перейти в сторону від одного нащадка до іншого,

• перейти вгору від нащадка до його предка.

І знову програмісту доводилося шукати інформацію в базі даних, послідовно перебираючи всі записи, але тепер він можу вказати не тільки напрямок, але і необхідне відношення.

Плюсами мережевих СУБД були:

• Гнучкість. Мережеві СУБД дозволяли працювати з даними, що мають досить складну структуру.

• Стандартизація. Прийняття стандарту CODASYL призвело до полегшення створення нових додатків і переносимості даних.

• Швидкодія. Не дивлячись на складність моделі даних, мережеві СУБД дозволяли досягати швидкодії, який можна порівняти з швидкодією ієрархічні СУБД.

І все-таки, як і ієрархічні СУБД, мережеві мали безліч недоліків. Так зміна структури бази даних означало перебудову всього програми. Набори відносин і структуру записів випливало ставити наперед. Для того щоб отримати дані, програмісту необхідно було писати програму для навігації по базі даних, що могло зайняти від декількох днів до декількох тижнів, а інформація на той час могла виявитися марною.

Недоліки мережевих і ієрархічних СУБД привели до підвищення інтересу до нової реляційної моделі даних, описаної доктором Коддом в 1970 році. Реляційна модель була спробою спростити структуру бази даних. У ній були відсутні явні покажчики на предків і нащадків, а всі дані були представлені у вигляді простих таблиць, розбитих на рядки і стовпці, на перетині яких знаходяться дані. У кожної таблиці є певне ім'я, яке описує її вміст (слід зазначити, що грамотне іменування таблиць значно впливає на простоту сприйняття бази даних розробниками). Між таблицями існують зв'язку. Розрізняють три види зв'язків: один-до-одного, один-ко-многим, багато-до-багатьох. Саме від англійського слова зв'язок (relation) і пішла назва реляційні бази даних.

**Зв'язок один-до-одного** пов'язує дві таблиці по їх ключових полях. Це може застосовуватися в тих випадках, коли для одного ключового поля існує два великі блоки інформації, що відрізняються за змістом. Наприклад, успішність студента (перший блок) і його паспортні дані (другий блок). У цьому випадку створюються дві таблиці і потім вони зв'язуються по ключовому полю, припустимо за номером залікової книжки. При цьому запису в таблиці-нащадку відповідає одна запис в таблиці-предка.

**Зв'язок** **один-до-багатьох** є найпоширенішою в реляційних базах даних. Наведемо простий приклад. Нехай є база даних торгової компанії, в якій зберігаються дані з відпуску товару. Можна створити кілька таблиць: таблиця-довідник про товари (назва, одиниці виміру. Ціна за одиницю і т. Д.), Таблиця-довідник клієнтів і так далі. Однією записи в таблиці-довіднику може відповідати кілька записів у таблиці обліку відпуску товарів. Наприклад, одному клієнту відповідає кілька замовлень, зроблених ним. При цьому таблиця-довідник є предком (батьківської таблицею), а таблиця обліку відпуску товару є нащадком (дочірньої таблицею). У зв'язку беруть участь ключове поле батьківської таблиці і не ключове поле дочірньої.

**Зв'язок** **багато-до-багатьох** також використовується досить часто. Наведемо такий приклад: нехай при обліку відпуску товару записується інформація про менеджера, відпустили товар. Оскільки клієнт робить замовлення в різний час, то він може оформити замовлення у різних менеджерів, а кожен менеджер може відпустити товар кільком клієнтам. Таким чином, однією записи з таблиці-довідника менеджерів може відповідати кілька записів з таблиці-довідника клієнтів і одночасно навпаки, одного запису з таблиці-довідника клієнтів може відповідати кілька записів у таблиці-довіднику менеджерів. Відповідно до теорії реляційних баз даних для зберігання взаємозв'язку "багато-до-багатьох" потрібні три об'єкти: по одному для кожної сутності і один для зберігання зв'язків між ними (проміжний об'єкт). Проміжний об'єкт буде містити ідентифікатори пов'язаних об'єктів. На наведеному малюнку для зв'язку між двома таблицями-довідниками використовуєтьсятретя.
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**Проектування баз даних. Нормалізація.**

Процес проектування БД в чималому ступені залежить від досвіду і інтуїції розробника. Є творчим. Але як бути новачкові, у якого немає досвіду створення баз даних? Крім того, бази даних зберігають величезну кількість інформації, тому можуть займати багато місця в пам'яті комп'ютера, в зв'язку з чим виникає необхідність їх оптимізації. Для цих цілей були розроблені певні правила створення структури БД - нормальні форми. Процес приведення БД до нормальної формі називається нормалізацією. Всього існує сім нормальних форм, але ми розглянемо тільки три з них.

**Перша нормальна форма (1НФ)** вимагає, щоб кожне поле таблиці БД було неподільним і не містило повторюваних груп.

Неподільність поля означає, що міститься в ньому інформація не повинна ділитися на більш дрібні.

Прімер1.1: поле ПІБ можна розділити на три окремих поля Прізвище, Ім'я, По батькові.

Прімер1.2: не можна використовувати поле Адреса, потрібно використовувати набір полів: Вулиця, Номер будинку, Квартира, Місто.

Для чого це робиться? Припустимо, у вашій БД існує поле Адреса, тоді вам буде дуже важко знайти всіх людей, що живуть на певній вулиці. Вам доведеться писати спеціальну конструкцію на мові запитів для аналізу кожного запису, що надзвичайно сповільнить пошук. При поділі поля ви просто в одне натискання включаєте фільтр по полю і отримуєте бажані записи.

Повторюваними є поля, що містять однакові за змістом значення.

Прімер1.3: Нехай є якесь підприємство, що продає крупи. І для них була створена база даних містить, крім даних про накладної та клієнта ще й такі поля: Цукор, Сіль, Борошно, Гречка, Рис, Пшоно в яких зберігається кількість відпущеного товару. На перший погляд все добре, але кожне поле бази даних незалежно від того містить воно інформацію чи ні, все одно займає місце в пам'яті, тобто розмір, займаний порожній записом і повністю заповненою записом однаковий.

![NF2_fig](data:image/png;base64,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)Припустимо, що справи у компанії пішли добре і вона змогла розширитися і стала продавати ще і молокопродукти. Якщо залишити структуру не пошкоджене, то в таблицю необхідно додати нові поля, причому вже наявні записи будуть змінені. А якщо далі число продуктів, що продаються фірмою перевищить хоча б сотню, то чи буде зручно орієнтуватися в такій таблиці? У подібній ситуації слід зауважити, що всі наведені поля суть найменування товару і зберігають вони лише кількість товару, тому досить використовувати всього два поля: ***Товар, Кількість.***

Приклад 1.4. Приведення таблиці до 1НФ.

*Неприведенна*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **ФИО** | **Тетради** | **Карандаши** | **Ручки** | **Ластики** |
| Иванов Иван Иванович |  | 15 |  |  |
| Петров Петр Петрович | 10 |  |  |  |

*Приведенна к 1НФ*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Фамилия** | **Имя** | **Отчество** | **Канц. тов.** | **Кол-во** |
| Иванов | Иван | Иванович | Карандаши | 15 |
| Петров | Петр | Петрович | Тетради | 10 |

**Друга нормальна форма (2НФ)** вимагає, щоб всі поля таблиці залежали від первинного ключа, тобто, щоб первинний ключ однозначно визначав запис і не був надмірний. Ті поля, які залежать тільки від частини первинного ключа повинні бути виділені в окремі таблиці. Припустимо у нас є таблиця для відпуску товару за накладними. Цю таблицю ми повинні привести до другої нормальної форми. Розглянемо це тільки схематично:  
Первинним ключем тут є поля Дата і Номер. Поля: Рахунок, Місто і Телефон - залежать тільки від поля Покупець, але не від первинного ключа, тому їх можна виділити в окрему таблицю під назвою Клієнти. Таким чином, ми привели БД Накладні до другої нормальної форми.

**Третя нормальна форма (3НФ)** вимагає, щоб в таблиці не було транзитивних залежностей між неключових полями, т. Е. Щоб значення будь-якого поля, що не входить в первинний ключ, не залежало від значення іншого поля, також не входить у первинний ключ.

Типовим прикладом може служити зв'язка полів: Ціна за одиницю, Кількість, До оплати. Справа в тому, що значення поля До оплати залежить від полів Ціна за одиницю і Кількість. Значення поля До оплати можна обчислювати в процесі створення звіту або запиту, але зберігати його в Базі даних зовсім не обов'язково.

Нормалізація таблиць дозволяє усунути з них надлишкову інформацію, що призводить до зменшення розміру бази даних. У той же час надмірне захоплення нормалізацією може привести до того, що пошук по БД буде йти дуже повільно, оскільки СУБД повинна буде зчитувати дані з декількох таблиць, витрачаючи час на їх відкриття, перегляд і закриття. Тому ви завжди повинні визначити для себе що є найбільш важливим: розмір бази або швидкість пошуку. Слід зазначити, що перші дві нормальні форми застосовуються дуже часто, третя трохи рідше. При грамотному використанні нормалізації розробником, користувач отримує логічно вибудувану, зручну у використанні і компактну базу даних.

Нехай дано таке завдання:

Технічне завдання на створення бази даних. Варіант 0.

a) База Даних (БД) повинна бути приведена до третьої нормальної формі і містити наступну інформацію: Найменування клієнта, Адреса клієнта, Номер рахунку Клієнта, ПІБ обслуговуючого агента, Номер офісу обслуговуючого агента, Місцезнаходження компанії, Телефон офісу, Сума всіх контрактів агента, Номер договору, Дата укладення договору, Сума за контрактом.

b) Створити форми для введення інформації в кожну з створених таблиць.

c) Створити три запити:

a. Номер контракту, Найменування клієнта, ПІБ обслуговуючого агента, сума контракту. Сортування по номеру контракту в порядку зростання. Вивести інформацію для вказаного користувачем агента.

b. ПІБ обслуговуючого агента, Кількість контрактів, Загальна сума всіх контрактів. Вивести інформацію тільки для зазначеного користувачем офісу.

с. Номер офісу, Кількість контрактів, Загальна сума всіх контрактів, Середня сума всіх контрактів. Вивести інформацію тільки за минулий місяць.

d) Створити звіти на підставі наявних запитів.

e) Створити основну кнопкову форму.

**Почнемо виконання завдання.**

**Наведемо базу даних до першої нормальної формі.** У базі даних є кілька полів, які можна розділити на кілька неподільних. Це, перш за все, поля Адреса. Розіб'ємо їх, вважаючи, що всі клієнти і офіси знаходяться в місті.

Адреса клієнта (Місто Клієнта, Індекс клієнта, Вулиця клієнта, Номер будинку клієнта, Номер кімнати).

Адреса Офісу (Місто офісу, Індекс офісу, Вулиця офісу, Номер будинку офісу, Номер кімнати).

Наступним діленим полем є поле ПІБ обслуговуючого агента, ділимо його на три поля: Прізвище агента, Ім'я агента, По батькові агента.

У нашій таблиці немає полів, які можна було б розглядати як однотипні. Таким чином приведення до першої нормальної формі закінчено, і ми визначилися з набором полів нашої бази даних:

| **Первая Нормальная форма** |
| --- |
| Наименование клиента  Город Клиента  Индекс клиента  Улица клиента  Номер дома клиента  Номер комнаты клиента  Номер счета Клиента  Фамилия обсл. Агента  Имя обсл. Агента  Отчество обсл. Агента  Номер офиса обсл. Агента  Сумма всех контрактов агента  Город офиса  Индекс офиса  Улица офиса  Номер дома офиса  Номер комнаты офиса  Телефон офиса  Номер договора  Дата заключения договора  Сумма по договору |

**Наведемо нашу базу даних до другої нормальної форми.** Для цього необхідно визначити первинний ключ. Якщо уважно подивитися на наведений список полів, то стане ясно, що це база даних, що зберігає перелік договорів якоїсь фірми. Кожне з наведених полів може мати повторювані значення, тому первинний ключ буде складатися як мінімум з двох полів. В якості первинного ключа можна вибрати Дату і номер договору, оскільки в один і той же день не можна підписати договір з однаковим номером.

Поле Найменування клієнта залежить від первинного ключа, а вся інша інформація про клієнта від первинного ключа не залежить, але залежить від поля Найменування клієнта. У зв'язку з цим виділяємо ці поля в окрему таблицю Клієнти. Далі Прізвище обслуговуючого агента залежить від первинного ключа, а вся інша інформація про агента від первинного ключа не залежить, тому виділяємо ці поля в окрему таблицю Агенти. В навчальних цілях можна вважати, що в нашій фірмі немає однофамільців, тому в новій таблиці в якості первинного ключа виберемо прізвище агента. Решта поля таблиці Договору залежать від первинного ключа.

У таблиці Агенти від ключа (поля Прізвище) не залежить поля, що зберігають адресу офісу та телефон офісу, тому виділяємо їх в окрему таблицю Офіси.

Таким чином структура нашої бази даних набуде вигляду:

| **Договор** | **Клиенты** | **Агенты** | **Офисы** |
| --- | --- | --- | --- |
| **Номер договора**  **Дата заключения договора**  Наименование клиента  Фамилия обсл. Агента  Сумма по договору | **Наименование клиента**  Город Клиента  Индекс клиента  Улица клиента  Номер дома клиента  Номер комнаты клиента  Номер счета Клиента | **Фамилия обсл. Агента**  Имя обсл. Агента  Отчество обсл. Агента  Номер офиса обсл. Агента  Сумма всех контрактов агента | **Номер офиса**  Город офиса  Индекс офиса  Улица офиса  Номер дома офиса  Номер комнаты офиса  Телефон офиса |

Зв'язки між таблицями:

Клиенты (Наименование клиента) – Договор (Наименование клиента);

Агенты (Фамилия обсл. Агента) – Договор (Фамилия обсл. Агента);

Офисы (Номер офиса) – Агенты (Номер офиса обсл. Агента).

**Наведемо базу даних до третьої нормальної форми.** У таблиці Агенти є поле **Сумма всех контрактов Агента**. Значення цього поля залежить від значень поля **Сумма по договору** і може бути обчислена на етапі створення звіту або запиту. Таким чином, це поле прибираємо з бази даних. Інших таких полів немає.

Остаточний вигляд структури бази даних:

| **Договор** | **Клиенты** | **Агенты** | **Офисы** |
| --- | --- | --- | --- |
| **Номер договора**  **Дата заключения договора**  Наименование клиента  Фамилия обсл. Агента  Сумма по договору | **Наименование клиента**  Город Клиента  Индекс клиента  Улица клиента  Номер дома клиента  Номер комнаты клиента  Номер счета Клиента | **Фамилия обсл. Агента**  Имя обсл. Агента  Отчество обсл. Агента  Номер офиса обсл. Агента | **Номер офиса**  Город офиса  Индекс офиса  Улица офиса  Номер дома офиса  Номер комнаты офиса  Телефон офиса |

Зв'язки між таблицями:

Клиенты (Наименование клиента) – Договор (Наименование клиента);

Агенты (Фамилия обсл. Агента) – Договор (Фамилия обсл. Агента);

Офисы (Номер офиса) – Агенты (Номер офиса обсл. Агента).

Отже, розробка структури бази даних завершена. Переходимо до безпосередньої роботи з СУБД Access.